**WORKSHEET 2.1**

**1. Aim:**

Write a program to implement merge sort and quick sort and compare their worst case complexities.

**2. Problem Description:**

To implement merge sort and quick sort and compare their worst case complexities.

**For Merge Sort –**

**3. Algorithm:**

**Mergesort(a,beg,end):**

Step 1: Repeat steps 2 to 3 when mergesort is recursively called.

Step 2: Check if beg<end then:

1. Calculate mid i.e. mid=(beg+end)/2;

2. mergesort(a,beg,mid);

3. mergesort(a,mid+1,end);

4. mergingsortedsubarrays(a,beg,mid,mid+1,end);

Step3: Return

**Mergingsortedsubarrays(a,beg,mid,mid+1,end):**

Step 1: Repeat steps 2 to 11 when mergingsortedsubarrays is called.

Step 2: Set lb=beg,lr=mid,rb=mid+1,rr=end,na=lb,nb=rb,nc=lb

Step 3: Repeat steps 4 & 5 while(na<=lr)&(nb<=rr)

Step 4: if a[na]<a[nb] then:

set c[nc]=a[na] and na=na+1

else

set c[nc]=a[nb] and nb=nb+1

Step 5: nc=nc+1

Step 6: execute step 7 if(na>lr)

Step 7: Repeat while nb<=rr

Set c[nc]=a[nb] and nc=nc+1 and nb=nb+1

Step 8: Execute step 9if (na<lr)

Step 9:Repeat while na<=lr

Set c[nc]=a[na] and nc=nc+1 and na=na+1

Step 10:Repeat for k=lb to rr

Set a[k]=c[k]

Step 11: Return

**4. Computational Complexity:-**

* The major work is done by the merge procedure which has complexity of O(n). The merge procedure is called from merge sort procedure after the array is divided into 2 halves and each half has been sorted.
* In each of the recursive calls, one for left half and one for right half, the array is divided into halves, thus dividing the array into 4 segments. At each level, the no. of segment doubles. Therefore, the total divisions are log n. Hence the total number of comparisons are O(n logn).
* The only disadvantage of merge sort is that it uses an extra temporary array of the same size as that of input array, to merge two halves. The elements of the temporary array are copied back to the original array before next merging.

**5. Pseudo Code :-**

procedure mergesort( var a as array )

if ( n == 1 ) return a

var l1 as array = a[0] ... a[n/2]

var l2 as array = a[n/2+1] ... a[n]

l1 = mergesort( l1 )

l2 = mergesort( l2 )

return merge( l1, l2 )

end procedure

procedure merge( var a as array, var b as array )

var c as array

while ( a and b have elements )

if ( a[0] > b[0] )

add b[0] to the end of c

remove b[0] from b

else

add a[0] to the end of c

remove a[0] from a

end if

end while

while ( a has elements )

add a[0] to the end of c

remove a[0] from a

end while

return c

end procedure

**6. Source Code:**

#include<iostream>

using namespace std;

void mergesort(int a[],int beg,int end);

void mergingsortedsubarrays(int a[7],int lb,int lr,int rb,int rr);

int main()

{

int i,n=7,a[7]={7,4,9,1,3,2,8};

cout<<endl<<"After Sorting array elements are :”;

for(i=0;i<7;i++)

cout<<a[i]<<" ";

mergesort(a,0,n-1);

cout<<endl<<"After Sorting array elements are :”;

for(i=0;i<=6;i++)

cout<<a[i]<<" ";

return 0;

}

void mergesort(int a[],int beg, int end)

{

int mid;

if(beg<end)

{

mid=(beg+end)/2;

mergesort(a,beg,mid);

mergesort(a,mid+1,end);

mergingsortedsubarrays(a,beg,mid,mid+1,end);

}

}

void mergingsortedsubarrays(int a[7],int lb,int lr,int rb,int rr)

{

int na,nb,nc,k,c[7];

na=lb;

nb=rb;

nc=lb;

while((na<=lr)&&(nb<=rr))

{

if(a[na]<a[nb])

{

c[nc]=a[na];

na++;

}

else

{

c[nc]=a[nb];

nb++;

}

nc++;

}

if(na>lr)

{

while(nb<=rr)

{

c[nc]=a[nb];

nc++;

nb++;

}

}

else

{

while(na<=lr)

{

c[nc]=a[na];

nc++;

na++;

}

}

for(k=lb;k<=rr;k++)

a[k]=c[k];

}

1. **Screenshot of Output:**
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**For Quick Sort -**

1. **Algorithm:**

QUICKSORT (array A, start, end)

1. {
2. if (start < end)
3. {
4. p = partition(A, start, end)
5. QUICKSORT (A, start, p - 1)
6. QUICKSORT (A, p + 1, end)
7. }

}

PARTITION (array A, start, end)

1. {
2. pivot ? A[end]
3. i ? start-1
4. for j ? start to end -1 {
5. do if (A[j] < pivot) {
6. then i ? i + 1
7. swap A[i] with A[j]
8. }}
9. swap A[i+1] with A[end]
10. return i+1

}

**9. Computational Complexity:-**

* Best Case: Ω (N log (N))

The best-case scenario for quicksort occur when the pivot chosen at the each step divides the array into roughly equal halves.

In this case, the algorithm will make balanced partitions, leading to efficient Sorting.

* Average Case: θ ( N log (N))

Quicksort’s average-case performance is usually very good in practice, making it one of the fastest sorting Algorithm.

* Worst Case: O(N2)

The worst-case Scenario for Quicksort occur when the pivot at each step consistently results in highly unbalanced partitions. When the array is already sorted and the pivot is always chosen as the smallest or largest element. To mitigate the worst-case Scenario, various techniques are used such as choosing a good pivot (e.g., median of three) and using Randomized algorithm (Randomized Quicksort ) to shuffle the element before sorting.

**10. Pseudo Code :-**

procedure quickSort(left, right)

if right-left <= 0

return

else

pivot = A[right]

partition = partitionFunc(left, right, pivot)

quickSort(left,partition-1)

quickSort(partition+1,right)

end if

function partitionFunc(left, right, pivot)

leftPointer = left

rightPointer = right - 1

while True do

while A[++leftPointer] < pivot do

//do-nothing

end while

while rightPointer > 0 && A[--rightPointer] > pivot do

//do-nothing

end while

if leftPointer >= rightPointer

break

else

swap leftPointer,rightPointer

end if

end while

swap leftPointer,right

return leftPointer

end function

end procedure

**11. Source Code:**

#include <stdio.h>

// Function to swap two elements

void swap(int\* a, int\* b)

{

int t = \*a;

\*a = \*b;

\*b = t;

}

// Partition the array using the last element as the pivot

int partition(int arr[], int low, int high)

{

// Choosing the pivot

int pivot = arr[high];

// Index of smaller element and indicates

// the right position of pivot found so far

int i = (low - 1);

for (int j = low; j <= high - 1; j++) {

// If current element is smaller than the pivot

if (arr[j] < pivot) {

// Increment index of smaller element

i++;

swap(&arr[i], &arr[j]);

}

}

swap(&arr[i + 1], &arr[high]);

return (i + 1);

}

// The main function that implements QuickSort

// arr[] --> Array to be sorted,

// low --> Starting index,

// high --> Ending index

void quickSort(int arr[], int low, int high)

{

if (low < high) {

// pi is partitioning index, arr[p]

// is now at right place

int pi = partition(arr, low, high);

// Separately sort elements before

// partition and after partition

quickSort(arr, low, pi - 1);

quickSort(arr, pi + 1, high);

}

}

// Driver code

int main()

{

int arr[] = { 10, 7, 8, 9, 1, 5 };

int N = sizeof(arr) / sizeof(arr[0]);

printf("Array before perform sorting : \n");

for (int i = 0; i < N; i++)

printf("%d ", arr[i]);

printf("\n");

// Function call

quickSort(arr, 0, N - 1);

printf("Array after perform sorting : \n");

for (int i = 0; i < N; i++)

printf("%d ", arr[i]);

return 0;

}

1. **Screenshot of Output:**

![pp3.png](data:image/png;base64,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)

1. **Learning & Outcomes:**

* Learned about the merge sorting and quick sort Algorithm, how it works, How much is the time complexity.
* Learned to create dynamic array using pointers.
* Used divide and conquer approach and learnt it.
* Learnt to find pivot element in quick sort algorithm